
Excerpted from “How Programmers and Testers (and Others) Should Collaborate on 
Product Backlog Items,” by Mike Cohn 
  
Have the testers on your team ever struggled with what they should do early in a sprint before 
the programmers have finished coding a Product Backlog Item? 
  
And have the programmers ever wondered what they should do near the end of the sprint 
while the testers are verifying the implemented code? Are they tempted, perhaps, to start on 
the next PBI even though it can’t be finished in the sprint? 
  
When a team discovers the right way to collaborate on user stories, these questions vanish. 
Plus, the team is able to deliver more value more regularly to its stakeholders. 
  
The Wrong Way to Collaborate on a Product Backlog Item 
  
Before we can identify the right way to collaborate on a PBI, let’s discuss the most common 
way teams collaborate on a PBI--and why it’s the wrong way. 
  
The way most programmers and testers collaborate--if we can even call it collaboration--is for 
a programmer to grab a PBI from the product backlog, fully code it to their own satisfaction, 
and then hand off the entire PBI to a tester for validation. 
  
When a programmer does this, though, the tester is left idle while waiting for the programmer 
to finish with the PBI. 
  
And that’s when testers begin to wonder what they should do with their time at the start of 
the sprint. 
  
The Problems with Testers Working a Sprint Behind 
  
One bad solution many teams may contemplate (or even try) is having testers work a sprint 
behind the coders. This creates a number of problems. 
  
First, it stretches the amount of time a feature is in development. If the feature will be shipped 
when done, this means time to market increases. Even if the feature won’t be shipped 
immediately, it now takes two sprints instead of one before the team can get feedback from 
stakeholders going hands-on with the feature. 
  
Second, it also takes longer for programmers to receive feedback on the quality of their code. 
For example, if the new feature works but performs slowly, the programmers won’t know it 
until the second sprint. If the team’s new programmer isn’t writing code to the same bug-free 
level of the others, that won’t be discovered until the second sprint. 
  
Third, by the time programmers do get feedback, the code is no longer fresh in their minds. 



I know it can be a cliche, but many years ago I was told there was a bug in my code, and I truly 
didn’t even remember having written that code. The closer a defect is discovered to when it is 
created, the easier it will be for the programmer to fix. 
  
The Nature of the Problem when Collaborating on a PBI 
  
The problem in how most team members collaborate on a PBI is that the programmer finishes 
the entire PBI before handing it over to the tester. This is essentially a large batch transfer. A big 
amount of something is finished by one person and then handed to the next person. 
  
Have you ever sat down for a dinner in a restaurant and had a very large party of people order 
right before you did? If you’re like me, when that happens, your immediate thought is that it 
will take longer than normal to get your meal. This is because a large batch (the other party’s 
order) was just transferred from the server to the kitchen and yours will be behind it. 
  
Just as large batch transfers can cause problems when you want to eat dinner, they cause 
problems when collaborating on a PBI. To successfully collaborate on a PBI, team members 
need to avoid large batch transfers. 
  
How to Avoid Large Batch Transfers 
  
The way to avoid large batch transfers is for a programmer to transfer small parts of a PBI to 
the tester. 
  
I recommend this begin with a programmer and tester talking about what part of a PBI to 
develop first. Once that’s decided, the programmer goes away to code just that small portion. 
Simultaneously, the tester identifies the test cases, creates test data, and, if possible, 
automates the tests for just that part of the PBI. 
  
When done, the programmer hands the implementation to the tester. The tester finishes any 
work on the automated test cases and runs the tests. Bugs are identified and, once resolved, 
the new feature is fully integrated into the system. 
  
And then the process repeats: The programmer and tester discuss what part of the PBI to do 
next, do just that, and so on until all parts of the PBI are complete. 
  
This is an incremental approach to the PBI. Work is done concurrently with frequent, small 
handoffs each time the programmer finishes a piece of the PBI. 
  
An Example of a Programmer and Testing Working Together 
  
Let’s take a look at an example of how this might work. For our example, suppose the feature 
to be developed is a typical website login. The programmer and tester discuss where to begin. 
They could decide to begin with logging in through Facebook. Or maybe with requiring a



strong password. Or maybe with allowing a user to request a password reminder. 
  
For our example, let’s assume the programmer and tester agree to start with the user entering 
a name and password and only being granted access if the two correspond. After agreeing this 
is the best place to start, the programmer codes it. While that is happening the tester designs 
the test cases. Once the programmer is done, the tester verifies the small piece of functionality 
using the tests that have been created so far. Any issues are resolved. 
  
With this small piece of functionality done, the programmer and tester meet again to discuss 
the PBI. This time they decide to add support for requiring a strong password. They probably 
need some guidance on how to define strong from the product owner or perhaps a security 
expert within a company. So together they go talk to the right person. Through these 
conversations, they determine that passwords must be at least 8 characters, contain at least 
one digit, one uppercase letter, one lowercase letter, and a symbol. 
  
Equipped with this information, the programmer writes the code that will enforce these rules 
whenever a password is set. While the programmer is doing that, the tester is creating test 
cases that will validate each of these new rules. 
  
When both are done, the code is tested and they move on to the next bit of the PBI, which is 
perhaps requesting a password reminder. 
  
I’ve described this as a series of conversations. But there’s no reason that the programmer and 
tester couldn’t batch some of those conversations. They might, for example, decide everything 
I’ve just outlined in one conversation. If so, however, I’d still want the programmer to shout 
out, “Hey, Tester, I finished the first piece. Go ahead and test it.” In some cases, it can be 
beneficial to decide what the next few steps will be in advance. This is fine as long as the 
handoffs remain small. 
  
This Applies to Handoffs Between any Roles 
  
While I’ve used an example of a programmer and tester working together, it is important to 
note that any roles on an agile project can benefit from collaborating as I’ve described it. 
  
Whenever two (or more) roles need to work together, they will do so most effectively by 
identifying small portions of the work and working concurrently to the extent possible. 
Reducing the size of handoffs from one role to the next is vital to effective collaboration 
between team members. 
  
When working in this way, testers don’t wonder what they should test early in a sprint. They 
test the initial small pieces handed to them by programmers. Similarly, programmers aren’t left 
at the end of the sprint wondering if they should work on the next sprint while waiting for 
testers to run the first tests of the sprint. 
  


